Defend Against Injection-based Attacks

Understanding and mitigating common security vulnerabilities

As we rely on software more and more each day to support our daily activities, it becomes imperative that we implement that software in the most secure manner possible.

Not only does software control the computers we use to do our work, it also controls our phones, cars, and even life-saving devices like insulin pumps and pacemakers. It’s used to control machines that perform complex or dangerous tasks, as well as those that humans no longer manage, such as flight control systems in modern aircraft. It manages all the networks that provide us with electricity, water, natural gas, transportation, communications, and more. Increasingly, all these devices and systems are connected to each other behind the scenes, resulting in a growing ‘network effect’ (Wikipedia, 2013).

Couple this with end-users that expect devices to work properly and don’t want to think about the technical ramifications of the software being used and we can realize how important it is to write code that is resistant to malicious attack.

In this series of white papers, we’ll explore the most common security vulnerabilities currently plaguing the software development industry, and present different ways in which Static Code Analysis, or SCA, can detect them.

We’ll group the vulnerabilities into their logical ‘classes’, as follows: injection-based attacks, buffer manipulation, information leakage, cryptographic mistakes, and security misconfiguration. For each class, we’ll:

- provide a detailed description of the weakness
- show how it presents itself to the end user and the developer
- explain mitigation strategies to help resolve each issue

Security Vulnerabilities

Security weaknesses today occur most often in software that is accessible from a user’s desktop, tablet, or mobile device.

Web-based applications, network-enabled or controlled devices, and widely-used mobile software are the applications most targeted. This is followed by infrastructure applications such as operating systems, web servers, and browser-based software including plug-ins and extensions.

The cause of these weaknesses typically stems from the developer not anticipating how the software could be misused and made to perform actions it wasn’t designed to do. The root problem is often a lack of secure input handling to block any application input or content that has not first been scanned for and had any harmful aspects filtered out.
This technique is often called ‘input sanitization’ and it takes on different forms depending on the application and the tasks being implemented. For example, it can be designed to allow only alphanumeric characters in the range of 0 through 9 and A through Z.

However, this is a very simple example. Applications today need to accept input from a wide variety of sources, and that may make it harder to detect hostile intent. For example, the modern web application not only accepts input from the end user, it also reads data from a database, accepts uploaded files like pictures and documents, links to third-party web services, uses operating system APIs and frameworks to resolve computer and network names, integrates with LDAP services, and much more. This makes it increasingly difficult to simply trust all of the sources of input into an application.

### Classes of Vulnerabilities

There are different ways to classify software vulnerabilities, including using well known taxonomies such as OWASP Top Ten and Seven Pernicious Kingdoms (Mitre, 2013). This series of white papers has taken those classes and grouped them according to the way their shared key features and criteria are addressed in automated analysis.

This first paper in the series focuses on the software vulnerability class described as injection vulnerabilities. This refers to the ability of an attacker to insert specific commands into the application or code that will execute undesired behavior on their behalf.

These attacks usually exploit an application at the point where it requests user input (data) for later processing. The most common types of injection vulnerabilities include SQL Injection, Command Injection, XPath, and LDAP Injection. HTML/Script Injection is also common, and is better known as Cross Site Scripting (XSS). All of these weaknesses are exploited and mitigated in the same way.

### Mitigating Vulnerabilities

Finding and fixing security vulnerabilities is a process that can be built into your existing software development lifecycle (SDLC). For every type of vulnerability, the process involves three steps:

1. Detecting the problem
2. Understanding the problem
3. Fixing the problem

#### Detecting the problem

The most difficult and time-consuming step in this process is the detection of vulnerabilities. Traditional detection methods often involved manual code inspections, creation of test suites that usually covered only a subset of scenarios or analysis of code after check-in. These approaches are inefficient from both a time and resource perspective, and are prone to missing vulnerabilities. Modern approaches to detection are far more cost-effective and reliable.

To make vulnerability detection automatic and comprehensive, static source code analysis has become the standard. SCA is the automated analysis of computer software in lieu of program execution. It’s accomplished through a variety of techniques that include native build comprehension, source code compilation, examination of Abstract Syntax Trees (AST), and model-based simulation of all possible control flow paths and data object lifecycles.

The current generation of SCA tools has matured greatly over the past decade and they now discover many more weaknesses - including the injection vulnerabilities discussed here - while consuming fewer computing resources in the process. This means that SCA tools can find real issues and not just typing errors. These issues can be found earlier in the software development lifecycle (SDLC) which reduces costs and the analysis can be integrated into existing development environments so as not to add additional steps or tools to the developers existing workflow.

Leading SCA engines use control and data flow analysis, in addition to model-based simulation of runtime expectation, to find code injection (buffer overflows), denial of services (memory leaks and integer taint), uninitialized data (data injection), string taint (XSS, SQL/Command injection), and concurrency related issues. These engines follow the code on an inter-procedural basis to determine where data enters the system and where it finally ends up, such as on a file system or in a database. These sources and sinks are key pieces of the puzzle when it comes to analyzing software.

The latest generation of SCA tools not only uncover errors in existing code, but identify security weaknesses as developers type. Analyzing each line of code as it is being written – like a spell checker for source code – helps ensure secure code is developed prior to check-in.
Static code analysis tools are an important part of a secure software development lifecycle. In fact, Microsoft recommends that developers perform static analysis as part of the “implementation phase.” Specifically, SDL #10 states: “Analyzing the source code prior to compile provides a scalable method of security code review and helps ensure that secure coding policies are being followed.”

Each of the vulnerabilities described in this paper can be detected with source code analysis.

» Understanding and Fixing Security Issues

In order to address detected issues, a developer must have a complete understanding of that issue, how it works, what it looks like and what options are available to fix it. This section provides this type of overview for the various types of injections flaws that one can encounter.

**SQL Injection Vulnerabilities**

The most common code exploit is SQL Injection, or the process of inserting into an application a string of SQL that will be executed by the database engine and/or retrieve data by executing commands (Insert, Update, and Delete) on behalf of the application.

These attacks are particularly common because there are more web-based applications out there than any other type. Also, developer experience and maturity is sometimes lower for this class of software, causing more vulnerabilities to emerge.

SQL Injection vulnerabilities usually manifest themselves in source code as a concatenation of unvalidated user input converted to a string that is passed directly to the database engine’s execution API. As a result, there are two parts of the defect that can be addressed separately: the user input path and the SQL execution processing, and SCA can help identify both parts.

For example, in Figure 1, you can see that the “account” variable has been assigned directly from the request parameter, “req”. It isn’t checked or modified from its native state. This is then passed to the “query” variable along with the bulk of the SQL select command to create a new SQL command. This is then passed directly to the “executeQuery” API that runs the database engine.

Finally, the result is passed back to the call regardless of the result. At no point are checks made as to the reasonableness of the data.

**Use a Parameterized Query**

To mitigate this vulnerability, first and foremost you need to use a ‘parameterized query’ to create the SQL that eventually gets passed to the database engine API.

All of the major languages provide some kind of support for this, especially the most popular ones. The Query Parameterization Cheat Sheet identifies which libraries you need.
In the example above, the Java “prepareStatement()” method would handle any potential abuse of the SQL call, because the query is precompiled by the database engine with placeholder values, separating the SQL code from the data. These placeholder values are then updated as the application is running and data is passed into the placeholder positions. These are processed as values to the preexisting compiled query and not as a modified version of the query, which is the key to how it prevents SQL Injection.

**Provide Additional Validation of Parameters**
Additional validation of the parameters passed into this function would also help prevent SQL Injection attacks.

In the previous example, it might be prudent to check the type and length of the content being passed into the function. Limiting the character range to only numbers would also limit a possible attack.

Checking to determine if the result set makes sense would also limit an attacker’s ability to exploit this weakness. For example, if the query returns hundreds of rows, this may indicate that a malicious or erroneous query was made and that an error condition should be returned.

**Command Injection Vulnerabilities**
The second example, shown in Figure 2, reveals a command injection flaw.

```c
#include "stdafx.h"
#include "stdlib.h"

#define MAXPATH 255

int main(char* argc, char** argv)
{
    char cmd[MAXPATH] = "/usr/bin/cat ";
    system(cmd);
    return 0;
}
```

*Figure 2 | Example of Command Injection flaw*

In this simple example from the OWASP page, you can see that the user supplied input is passed to the ‘system()’ command after it has been concatenated to the ‘cat’ command.

By supplying the program with an additional command separated by a semicolon, an arbitrary application could be executed. For example, an input of “; rm –rf /” would delete the entire root directory. If this application was run with elevated privileges, the results could be catastrophic to the system.

**Avoid Calling the System API**
The best way to mitigate this weakness is to never call the System API at all. From a programming perspective, there are less risky ways to interact with the system, although they can be more cumbersome to implement.

**Ensure Malicious Input Can’t Be Executed**
In cases where you absolutely must implement a call directly to the operating system to execute a command on your application’s behalf, you need to ensure that malicious input can’t be executed. You can accomplish this by validating the input using the most restrictive sanitizing method, preferably an “exact match” or White List approach. Note, a Black List would not anticipate any new and novel techniques applied to work around the existing restrictions.

**Cross Site Scripting Vulnerabilities**
Following SQL and Command Injection vulnerabilities, Cross Site Scripting (XSS) is one of the most common forms of attack on applications, especially for web-based applications.

The reason XSS is included in the “Injection” grouping is because it relies on the same type of techniques to inject HTML and JavaScript into the web application through user-supplied input paths. The primary difference between XSS and SQL/Command injection is that XSS is processed or rendered by a browser rather than being handled by separate resources such as a database engine or the operating system.
There are two main types of XSS attacks: “stored” (persistent) and “reflected” (non-persistent). The persistent type of XSS injection refers to an attack stored on the server for later dissemination without having to explicitly target particular users, which is also the primary limitation of the reflected type of attack. The reflected type of XSS injection is more common and refers to an attack initiated through data provided by a web client, such as in an HTTP query or through an HTML form submission.

One common type of reflected XSS attack is DOM-based. These attacks happen when the browser’s DOM on the client-side is modified by the attacker’s script, and this is the primary difference between DOM-based attacks and the other attacks which occur on the server-side.

Sanitize and Verify Input, as Well as Encode Output

Mitigating XSS vulnerabilities is more complicated, because there are many ways that unvalidated input can be inserted into a web page. Figure 3 demonstrates a vulnerable input form as detected by SCA, while Figure 4 demonstrates one way to mitigate the flaw.

In addition to sanitizing the input and verifying that it isn’t inserted into an incorrect location in the web page, it’s also a good idea to encode the output into a safe format. In fact, this approach is much easier, since the permutations of location to output type are significantly smaller.

All of these recommended techniques are described on The Query Parameterization Cheat Sheet. OWASP is the gold standard when it comes to “anti-XSS” education and has a wealth of information about how to properly remove these weaknesses from your applications.

XPath Injection Vulnerabilities

XPath and LDAP Injection attacks are very similar in nature to the SQL and Command injection attacks mentioned earlier. An XPath Injection attack can occur when a web application uses XML data for storing important information. The attacker sends intentionally malformed input to the website in order to determine the XML data structure behind the page or site, and then crafts an XPath query that will return data not intended to be exposed to the attacker or any other audience.
In this way, the attacker can enumerate an entire XML file by logically returning arbitrary parent and child nodes and recording the data. And just like SQL injection attacks, XPath injection techniques convince the language to emit overly broad query results.

**Sanitize Data and Use Pre-compiled XPaths**

To mitigate XPath injection vulnerabilities, you need to use input sanitation just as we explained for SQL injection. You also need to use precompiled XPaths, which are similar to prepared statements, in that they are compiled ahead of time and only accept parameters as input.

**LDAP Injection Vulnerabilities**

LDAP Injection attacks apply only to applications that build LDAP commands from user-supplied input.

An application may want to integrate with an LDAP server in order to make logins compatible with an organization’s corporate network. If the application’s input is not properly sanitized, an attacker can fool the application into returning sensitive information from the server, including user credentials and organizational structure. Additionally, a vulnerable login implementation might allow anyone who can craft a proper LDAP command to login.

**Use white listing**

The best way to mitigate this weakness is to white list only the characters that are needed, which does include some non-alphanumeric characters, depending on whether the input is being used as part of the DN (Distinguished Name) or as part of a search query.

**Conclusion**

There are many types or classes of security vulnerabilities that exist in computer software today. With limited time and resources, it’s difficult to understand, anticipate or avoid all the different ways in which user input can be used against the intent of the application. Finding and removing these weaknesses as quickly as possible ensures that software running crucial functionality remains free from compromise.

Static code analysis tools can help you identify, understand, and remove these types of issues from an existing code base, as well as from new code, while you’re writing it. In addition, having an SCA tool on your desktop helps you learn from existing mistakes, making you and your whole team more productive, and resulting in a more secure software solution.

For more information about injection vulnerabilities and SCA, check out the following resources:

| Take the free CWE-77 Injection Vulnerabilities online course to see more examples and types of injection vulnerabilities. | Visit the Klocwork Developer Network to see a list of SCA checkers available and examples that show you the best way to remedy security vulnerabilities, even if you’ve never heard of them before. | See how easily you can write secure code by signing up for a free trial of Klocwork Insight™. |

**About Klocwork**

In the world of AppSec, developers and the firms that employ them demand tools that provide a competitive edge. Klocwork meets these demands with compelling desktop tools that enable developers to produce secure, reliable software more easily and quickly. Klocwork’s unique SCA tool provides accurate, reliable analysis as developers write their code, identifying potential security vulnerabilities and reliability issues before they’re submitted to the software build. Additional desktop tools simplify code review, refactoring and architectural analysis. More than 1,100 customers, including the biggest brands in the automotive, consumer electronics, gaming, medical technologies, military and aerospace, mobile device and telecom sectors rely on these tools everyday to make their software more secure and reliable. Creating applications they are proud of. Find out more at www.klocwork.com

*Klocwork is a registered trademark of Klocwork Inc. in the United States and other countries. All other names are trademarks or registered trademarks of their respective companies.*